# **Reverse Linked List**

* Problem Statement

Given pointer to the head node of a linked list, the task is to reverse the linked list. We need to reverse the list by changing the links between nodes.

* Solution
* Initialize two pointers:
  + *previous as NULL*
  + *current as head*
* An important thing to note is that we initialize the previous (p) pointer as null. This is because since we are completely reversing the list, the very first node’s next pointer will now point to null, as opposed to the very last node’s next pointer pointing to null.
* While the *current* pointer is not null
  + We save *next* as a temp pointer to *current.next* because we will soon lose the ability to access the *current.next* node
  + Set *current.next* to *previous* (this is the actually act of reversing)
  + Now we move the pointers up. Previous goes to current, and current goes to next
* The while loop condition is based off of the current *c* pointer.
* We need to make sure that our current variable is assigned once to every node.
* Since we are essentially doing follow the leader, the previous *p* pointer has no way of reaching the end of the list before *c*.
* And since we can’t legally access the next pointer of a null node, we must exit the loop before trying to create a next *n* pointer.

![Java67: How to reverse a singly linked list in Java without recursion?  Iterative Solution Example](data:image/png;base64,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)

ListNode p = null;

ListNode c = head;

while(c != null)

{

ListNode n = c.next;

c.next = p;

p = c;

c = n;

}

return p;

We return p because c will now be null after the loop terminates.